Maximizing the Runs Scored by a Team in Cricket using Genetic Algorithm
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Abstract: Batting teams get two resources in cricket to score runs with, viz. wickets and balls. Trying to score as many runs as possible off every ball a team faces risks losing wickets. Trying to preserve wickets comes at the cost of not enough runs being scored. Thus, to maximize the runs scored, teams need to make efficient use of the balls and wickets available to them. To that end, teams primarily employ two types of batsmen—aggressive batsmen who try to score as many runs as possible off the balls they face and defensive batsmen who try to protect their wickets. Having too many aggressive batsmen helps a team score more runs off the balls they face but it stands the risk of a team losing all its wickets before they face all of their allotted balls. Having too many defensive batsmen helps a team face all the balls allotted to them but they may not end up scoring enough runs. Hence, selecting the right combination of defensive and aggressive batsmen is essential to maximize the runs a batting team scores. However, this is a computationally complex problem to solve. This study proposes the use of genetic algorithm to optimize the batting lineup of a team to help it maximize the runs scored in an innings. The test results indicate, by using the genetic algorithm, the number of runs scored batting first by the full member teams in the last five years can be improved by 5.46% on average.
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I. INTRODUCTION

A. Cricket

Cricket is a bat-and-ball game that originated in England and is played between two teams of eleven players each [1]. It is the second most popular sport in the world, only behind soccer, with more than a billion fans all over the world [2]. The sport is especially popular in the Indian subcontinent, Australia, England, New Zealand, South Africa, and the West Indies.

The two teams take turns to bat and bowl, the order of which is decided by virtue of a coin toss. A limited-overs game in cricket consists of two innings. An innings is when one team bats and the other team bowls. At the end of an innings, the teams swap their roles and the next innings begins. The length of an innings is defined in terms of balls. A ball entails a bowler bowling—i.e., ‘throwing’ the ball—at the batsman, who is also known as the striker.

Batsmen score points, known as runs, by hitting the ball and running from one end to the other. If both the batsmen successfully cross to the other end of the pitch, the batting team is rewarded with one run. Batsmen can run between the ends as many times as possible and every successful crossing is given a run.

In addition to running, batsmen can score runs by hitting the ball out of the boundary line, which encircles the ground. If the ball touches the ground before going over the boundary line, then the batting team is given four runs. If the ball crosses the boundary line without touching the ground, then six runs are awarded.

The winner of a game is decided based on who scores more runs. Thus, teams try to outscore each other by scoring as many runs as they can.

All eleven players in a team are allowed to bat. A batsman is no more allowed to bat once they are dismissed, which is also known as losing the wicket. Some of the common forms of dismissals are bowled, caught, and LBW.

At any point in the game, two batsmen are supposed to be on the field, and thus, once when ten batsmen are dismissed, the innings of the batting team comes to an end. The innings is also be brought to an end once the bowling team bowls their allotted overs. Consequently, the aim of the bowlers is to either dismiss all 10 batsmen in a team or bowl their overs without giving away too many runs.

The batsmen, on the other hand, try to score as many runs as possible off the balls they face while making sure that they don’t lose all their wickets before they face all of their allotted overs. However, trying to score as many runs as possible comes at the risk of losing wickets and this causes a dilemma for the batting team.

In order to save their wickets, a team can score slowly, i.e., not look to score as many runs as possible, but this will result in the team ending with a lower total of runs. A team that tries to score fast may end up losing all their ten wickets before they face all their overs.

For instance, when considering a T20 game, in which 20 overs are bowled, a team trying to score a run a ball, which doesn’t involve too much risk, may end up facing all their 20 overs for 120 runs with the loss of three wickets. In contrast, a team trying to score fast may end up losing all their wickets in 10 overs while scoring 120 runs.

Even though in both scenarios, the same number of runs has been scored, two different resources have been left not utilized completely. In the first case, the team has 7 wickets remaining whereas in the second case, the team has 10 overs remaining. It could be argued that had, in the first case, the team been a little more aggressive, and in the second case, had they been more circumspect, they could have scored more runs.
Thus, striking the right balance between conserving the wickets and scoring runs becomes important to maximize the number of runs scored.

A cursory observation will reveal that, in cricket, based on the number of runs scored per ball (strike rate) and the number of balls faced per match on average, batsmen can be categorized into four quadrants as shown in Fig. 1.

![Fig. 1. The quadrants based on the strike rate and average of batsmen.](image)

The batsmen with a higher strike rate and average, though rare, are the most valuable players. The batsmen with a lower strike rate and average are the least valuable. The batsmen with a higher strike rate and lower average—the aggressors—will help a team score faster but they will not last longer. The batsmen with a lower strike rate and a higher average—the accumulators—will not score faster but they will last longer.

Most batsmen belong to one of the latter two categories and teams have to choose the right combination of batsmen from the quadrants to maximize the runs they score. Too many aggressors in the team mean that the team may end up wasting balls and too many accumulators mean the team may end up wasting their wickets.

Mostly, teams play seven batsmen, those who specialize in batting, and five bowlers, those who specialize in bowling. Choosing seven batsmen in a certain order from a pool of 15 batsmen, thus, becomes a permutation problem. In such a case,

$$\frac{15!}{(15 - 7)!} = 3.24324 \times 10^7$$

One can come up with $3.24324E+7$ permutations. Finding the optimal order among these permutations is a computationally expensive task. Thus, a heuristic way should be found to find a better batting order.

This study proposes the use of genetic algorithm to find a batting order in a heuristic manner from the large state space.

**B. Genetic Algorithm**

Genetic Algorithm is a heuristic search algorithm that was inspired by the biological process of evolution [4]. This algorithm is best used for optimization problems and is not guaranteed to produce the optimal solution. Thus, this algorithm is more useful to solve computationally complex problems that cannot be solved by traditional search algorithms. The solution produced, while not being theoretically the best solution, is usually the most practical solution given constraints such as time, space, and money.

Like evolution in nature, the genetic algorithm consists of genes as the fundamental units. These genes are the units that are arranged in different ways to produce a solution. Multiple genes are combined to produce a chromosome. A chromosome carries a probable solution, the quality of which is computed to make the process of searching more optimized.

For instance, if we are to formulate a diet plan taking into consideration the total calorie value of the diet and its price, we will have to come up with different combinations of food items to produce an optimized diet plan. In such a case, a gene would be a food item. A combination of food items would be a chromosome.

Multiple chromosomes are called a population. This population undergoes crossover, which is akin to mating in nature, mutation, and parent and survivor selection, which are analogous to natural selection, to produce a new generation of chromosomes of better quality.

This process can be repeated many times until the iterations no more result in an increase in the quality of the chromosomes. Consequently, an optimized solution to a problem is found.

Genetic algorithm, usually, consists of the following steps [5]:

- Initialization of the population
- Fitness value calculation
- Parent selection
- Crossover
- Mutation
- Survivor selection

First, chromosomes are randomly or heuristically produced to form the initial population. The chromosomes in the population are, then, assigned a fitness score using a fitness function. The fitness score determines the quality of the chromosome.

Then, from the population, a selected few chromosomes are chosen to produce the next generation of chromosomes. Various strategies such as tournament selection, fitness proportionate selection, roulette wheel selection, and rank selection are employed to carry out this process called parent selection.

Once the parents are selected, the parent chromosomes are crossed with one another to produce child chromosomes. This process, called the crossover, involves combining different parts of a pair of chromosomes together to produce a new chromosome called the child chromosome. Different technics such as uniform crossover, single point cross over, multi-point crossover, and ordered crossover are used to perform crossover.

Then, the chromosomes not subjected to crossover are subjected to mutation. A mutation is a random change made to a chromosome to reduce the chances of overfitting. Bit flip,
swap, and random resetting are some of the techniques used to perform mutation.

Finally, the chromosomes that would survive to the next generation are chosen using strategies such as elitism, age-based selection, and fitness-based selection. This process is called survivor selection.

These steps are repeated over and over again until the fitness value of the population stops increasing, after which convergence is said to have taken place.

II. BACKGROUND

Studies on maximizing the runs scored by a team in limited-overs cricket have been scarce even though several studies have explored the possibility of selecting an entire cricket team using different techniques including the use of genetic algorithm.

A study by S.M. Aqil Burney et al. proposed the use of genetic algorithm to select an entire team [6]. The number of games won and lost by each player was considered by the study to formulate the fitness function of the genetic algorithm.

The batting average, bowling average, batting strike rate, number of wickets per match, win-loss ratio, and experience were considered in the fitness function of the study carried out by Isuru Kusumsiri et al. to select the optimal One-Day-International cricket team using genetic algorithm [7].

Data Envelopment Analysis (DEA) was used to pick a cricket team factoring in the batting average, batting strike rate, bowling average, and bowling strike rate of players by a study done by Gholam R. Amin and Sujeet Kumar Sharma [8]. Shelvin Chand et al. used integer linear programming to construct a franchise team considering both the performance of the team and the overall cost of the players [9].

The research carried out by Harsha Perera et al. used an annealing algorithm to optimize a cricket team by considering the expected runs scored by and against the team using match simulation [10]. Simulated annealing was once again used by Tim B. Swartz et al. to generate an optimal batting lineup for an ODI using probabilities of every possible outcome of a ball [11].

The elitist non-dominated sorting genetic algorithm (NSGAII) was used by Faez Ahmed et al. to select a T20 cricket team taking into account the budget constraint [12]. The research work done by Matthews Oves et al. employed the Markov chain to model an optimal batting order for ODI matches by considering the probability of different outcomes for a ball [13].

Statistical simulation was combined with a genetic algorithm to optimize a batting lineup in baseball, a sport that closely resembles cricket, in a study by Sen Han [14]. A study by Abhijit R. Joshi et al. used genetic algorithm to construct an entire cricket team [15].

III. METHODOLOGY

For the purpose of this study, an optimized batting order consisting of seven batsmen from a pool of fifteen batsmen was generated using the Python-based evolutionary computation framework DEAP [16].

To encode the batting order into chromosomes, each batsman was assigned a unique integer ranging from 0 to 14 as shown in Table I. A gene was represented by an integer and a chromosome was formed by a list of fifteen such integers as depicted in Fig. 2.

<table>
<thead>
<tr>
<th>Index</th>
<th>Batsmen</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>Batsmen A</td>
</tr>
<tr>
<td>1</td>
<td>Batsmen B</td>
</tr>
<tr>
<td>2</td>
<td>Batsmen C</td>
</tr>
<tr>
<td>3</td>
<td>Batsmen D</td>
</tr>
<tr>
<td>4</td>
<td>Batsmen E</td>
</tr>
<tr>
<td>5</td>
<td>Batsmen F</td>
</tr>
<tr>
<td>6</td>
<td>Batsmen G</td>
</tr>
<tr>
<td>7</td>
<td>Batsmen H</td>
</tr>
<tr>
<td>8</td>
<td>Batsmen I</td>
</tr>
<tr>
<td>9</td>
<td>Batsmen J</td>
</tr>
<tr>
<td>10</td>
<td>Batsmen K</td>
</tr>
<tr>
<td>11</td>
<td>Batsmen L</td>
</tr>
<tr>
<td>12</td>
<td>Batsmen M</td>
</tr>
<tr>
<td>13</td>
<td>Batsmen N</td>
</tr>
<tr>
<td>14</td>
<td>Batsmen O</td>
</tr>
</tbody>
</table>

![Fig. 2. A chromosome]

The fitness function calculated the number of runs the first seven batsmen of a chromosome could score. Only seven batsmen were considered since teams mostly play seven batsmen and four bowlers.

To calculate the number of runs a batting order is expected to score, the sum of the product of the average number of balls faced by a batsman and the average number of runs scored per ball by the batsman was found with the constraint that the total number of balls faced by batsmen didn’t exceed the allotted number of balls in a format, which is 120 for T20s and 300 for ODIs. To improve the performance of the algorithm, batsmen whose strike rate was below 1 and those who had played less than 6 innings were given no runs.
Fig. 3. A flowchart describing the fitness function.
The score calculated thus served as the fitness value of the chromosome with a higher value signifying more fitness. A flowchart describing the fitness function is provided in Fig. 3.

Tournament selection was used to select the parents for the crossover process with a tournament size set to 3. This was done to reduce selection pressure and thereby prevent premature convergence.

To perform crossover, ordered crossover was used since there can be no repetition when generating a batting order. The genes were shuffled to perform mutation as this helped avoid the repetition of genes as well.

The crossover probability was set to 0.5 and the mutation probability was set to 0.2. The chromosomes were randomly generated and the population size was set to 300. Since the population was found to converge by 100 generations, the algorithm was iterated over 100 generations.

Testing
To test the solution, the fifteen batsmen who had played the most number of balls batting first for their country from the top cricket-playing nations during the last five years (17 Nov 2015 - 17 Nov 2020) were considered. The data was obtained from ESPN Cricinfo’s statsguru [17].

The optimized batting order for each of these teams was found using the above methodology and the maximum runs they could score was found from the fitness score. This score was compared against the average number of runs scored by each team while batting first. Only the runs scored while batting first were considered because while batting second, teams often adopt a batting approach that suits the target and in case of a successful chase, teams might not bat out their 120 balls.

IV. RESULTS

Table II shows the comparison between the average score of teams batting first, the optimized score obtained using the algorithm, and the percentage of improvement.

<table>
<thead>
<tr>
<th>Team</th>
<th>Average score batting first</th>
<th>Optimized score</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>England</td>
<td>170</td>
<td>176</td>
<td>3.53%</td>
</tr>
<tr>
<td>India</td>
<td>172</td>
<td>177</td>
<td>2.9%</td>
</tr>
<tr>
<td>Pakistan</td>
<td>161</td>
<td>169</td>
<td>4.97%</td>
</tr>
<tr>
<td>Ireland</td>
<td>157</td>
<td>169</td>
<td>7.64%</td>
</tr>
<tr>
<td>New Zealand</td>
<td>174</td>
<td>185</td>
<td>6.32%</td>
</tr>
<tr>
<td>Afghanistan</td>
<td>171</td>
<td>183</td>
<td>7.02%</td>
</tr>
<tr>
<td>South Africa</td>
<td>171</td>
<td>188</td>
<td>9.94%</td>
</tr>
<tr>
<td>Sri Lanka</td>
<td>145</td>
<td>148</td>
<td>2.07%</td>
</tr>
<tr>
<td>Bangladesh</td>
<td>156</td>
<td>160</td>
<td>2.56%</td>
</tr>
<tr>
<td>West Indies</td>
<td>150</td>
<td>165</td>
<td>10%</td>
</tr>
<tr>
<td>Australia</td>
<td>181</td>
<td>183</td>
<td>1.10%</td>
</tr>
<tr>
<td>Zimbabwe</td>
<td>147</td>
<td>158</td>
<td>7.48%</td>
</tr>
</tbody>
</table>

Table III shows the optimized batting order generated for each team by the algorithm. It is worth noting that, each iteration of the algorithm produced different batting orders even though the optimized score remained the same, which shows that different batting orders could be generated to produce the same optimized score.

V. DISCUSSION

The algorithm optimized the runs scored by the 12 major cricket-playing nations by 5.46% on average. The West Indies showed the biggest improvement of 10% whereas Australia showed the smallest of 1.1%. Further research needs to be done to study this discrepancy since, as shown in Fig. 4, no positive correlation can be found between the average percentage of matches played by players from the generated batting order, and the improvement shown. This could imply that the proposed order of batsmen had a bigger impact than the selection of the proposed batsmen on the improvement but further research is needed before such conclusions can be drawn.
VI. CONCLUSION

This research demonstrated the efficacy of genetic algorithm in finding an optimized batting lineup to maximize the runs scored in an innings in cricket, factoring in runs scored per ball and the average number of balls faced by batsmen. Tests performed based on the data obtained of the performance of the top cricketing nations in T20Is between 17 Nov 2015 and 17 Nov 2020 showed that genetic algorithm could improve the runs they score by 5.46% on average. The algorithm produced different batting lineups each time it was run even though the optimized score remained the same, which means that different batting lineups could end up scoring the maximum possible runs. This research could further be improved by factoring in the performance of batsmen during different phases of an innings and their performance against individual bowlers.

VII. FUTURE WORK

Even though this study demonstrates theoretical improvement to the runs scored, real match performance is contingent on the skillsets of the batsmen. For instance, a batsman who habitually opens for his team and has a higher strike rate may be manifesting such a statistic due to the fielding restrictions during the first six overs of an innings. One cannot expect such batsmen to score at the same rate lower down the order.

Since the fitness function of this algorithm doesn’t take into account the performance of batsmen during different phases of an innings such as the powerplay (overs 1-6), middle overs (overs 7-15), and death overs (overs 16-20), the optimized batting order could have batsmen excelling during the powerplay bat during the death overs. This is well observable in the batting lineups obtained by this study. For example, Q de Kock, who opens for South Africa, has been slotted in at number 7 by the algorithm.

This research could be further improved by factoring in the phase-wise performance of batsmen. However, obtaining phase-wise performance of batsmen is a challenge owing to the lack of availability of openly accessible data.

Moreover, batsmen’s performance has also been shown to vary depending on the type of bowlers they face. Hence, optimal batting lineups can be generated for every team a team is likely to play against. Such a study would require head-to-head data between bowlers and batsmen, and obtaining such data is also a major challenge.
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